Easy 博客技术文档
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# 命名规范

# 全局介绍

## \_\_init\_\_.py:初始化，加载数据库

## setting: 全局设置

注意事项（被修改的非默认内容，django1.11）

INSTALL\_APPS 加入 blog 和 login\_and\_sign

DATABASE: mysql数据库的内容

LANGUAGE\_CODE 由英文改为中文，便于输入中文进数据库

# 数据库设置

CREATE DATABASE blog DEFAULT CHARACTER SET utf8 COLLATE utf8\_general\_ci;

数据库创建命令，保证以utf-8为编码，可以输入中文

# 应用分类介绍

## Login\_and\_sign

### 简介

登录注册应用，用于实现注册与登录验证

### func.py

#### create\_validate\_code

##### 简介

生成可调用的验证码，参数全部设有默认，可进行相应修改，与当前应用下的template下的base内的code

#### Check\_code

##### 简介

检测验证码是否正确

### models.py

#### User

##### 字段解释

###### username: 用户名

###### password: 密码

###### email: 用户邮箱

##### Meta类

###### 用于设置后台显示的名称

##### 注

###### 字段变量verbose用于显示名称

### setting.py

#### 简介

设置各种参量

包括：密码最短长度，最大长度，用户名最大长度，邮箱最大长度，支持的邮箱类型

### urls.py

#### 简介

包括该应用下的各个页面：登录，注册，注册情况提示

### views.py

#### 简介：视图,存放返回页面主逻辑

#### login：返回登录页面

#### home：检测登入是否成功，成功跳转blogs应用的home界面，包括忘记密码，若忘记密码将会向相应邮箱投放密码验证

#### sign：返回注册界面

#### sign\_message：检验注册信息是否正确

#### create\_code\_img：验证码生成函数

#### verify：检验是否从邮箱获取信息，并更新密码

### templates

#### login\_and\_sign

该应用下各个html界面模板

## blogs

### 简介

博客内容主界面

### static：

#### 页面样式存放位置

#### 包括富文本编辑器与图片

### templates

#### base： 通用类型模板存放位置

#### blog：相应页面模板存放位置

### func.py

#### 简介：

通用类型的函数逻辑

#### passage\_test

检测文章内容是否成立，并返回带有错误信息项的字典类型context = {‘error\_message’: [ ]}, 所有错误信息以列表形式存储

并且返回所有文章内容值

#### test\_login

检验是否正常登录，获取session中的用户名，如获取失败，返回False，否则返回相应用户名 username

#### objects\_list

##### 参数要求：

request请求（与该应用中的templates的base中的page\_turning.html 配合使用， 保证不出现无法获取相应内容， request应该是以GET方法提交表单）

p\_obejects QuerySet类型的需要处理分页的内容

page\_items 每一页的内容项目数，默认为同一目录下的setting.py 的设置值

若为错误值，返回1

##### 作用：分页，计算页面值和总页数

##### 返回值：

返回一个字典类型，字典中包含以下几项

passage：该页应有的项目

index：页码

index\_all：总页面数

#### page\_turning

##### 简介：

页面翻页计算函数，通过传来的为上翻页或下翻页

返回值为当前页码根据翻页情况+或-1

### models.py

#### Passage

##### 字段解释

###### username\_id: 外键，连接User类

###### title:文章标题

###### text:文章内容

###### pub\_time:发表时间

###### type1: 标签1，用于分类类型

###### type2: 标签2

###### type3: 标签3

##### 类Meta:

###### 用于在后台的解释，名称：博客

#### Comment:

##### 字段解释

###### username\_id: 外键，连接User类

###### passage\_id: 外键，连接Passage类

###### text:文章内容

###### pub\_time:发表时间

##### 类Meta:

###### 用于在后台的解释，名称：评论

##### 注:

###### 该类的显示设置为 text的前五个字

### setting.py

#### 简介

基本常数的设置，包括：分页时每页的项数，文章标题最大值，文章内容最大值，类型1,2,3的最大字数值，评论的最大值

### urls.py

#### 该应用下的各个页面跳转

### views.py

#### home：返回首页内容（分页完成后的）

#### passage\_detail: 返回要求id的文章详细内容与评论内容

#### self\_home: 返回个人主页

#### passage\_edit: 点击修改文章后返回的内容，包括处理删除的情况

#### edit\_statu: 处理文章修改后提交的内容，若正确存储于数据库中

#### add\_passage: 返回新增文章的页面

#### add\_statu: 新增文章内容，若文章内容有所错误，返回新增文章界面（注，默认会将原本的文章填进页面内）

#### search：根据提交的情况将搜索相应的文章内容

#### add\_comment:新增评论

#### add\_comment:检测评论的正确性，并保存